Coffee Into Bugs: libc From Scratch

Part 2: Standard Input and Output

Dave Allison

*“A software engineer is a device for converting coffee into bugs”*

I’m writing my own version of *libc* (the standard C library) from scratch for my 6502 project, a small 6502 based computer and with a C compiler. This is the second part of a series of articles describing how to write a simple version of *libc*.

All this code will be in C (the C99 standard) and the hope is that it is useful as a learning tool for those wanting to learn how to program in C, or those writing their own libc. This is all my own work and I have not copied anything from anywhere else. It’s also not related to my employer.

This article will present the C library’s standard input and output, or ***stdio***, facilities. I’ll show how the FILE struct is defined and how the various input and output functions operate on it and with the facilities provided by the operating system. Omitted from this article are the formatted I/O functions (*printf*, *scanf* and family) as these are sufficiently complex to warrant their own article. Stay tuned.

# Operating System I/O Facilities

All operating systems provide a way to get bytes into and out of the computer. How this is done depends on the operating system design, but most provide a way to read an array of bytes from a device into memory and to write an array of bytes to a device from memory. All POSIX based operating systems will provide two functions in a library that are implemented a system calls into the OS, usually defined something akin to this:

ssize\_t write(int fd, const void\* buf, size\_t buflen);

ssize\_t read(int fd, void\* buf, size\_t buflen);

The ***write*** function takes a buffer full of bytes of length *buflen* and writes it to the file descriptor *fd*. If returns the number of bytes written to the device or 0 if the device has been closed or -1 if an error occurs. It is possible that the function doesn’t write all the bytes as requested and happens frequently when writing to network connections.[[1]](#footnote-1)

Likewise, the ***read*** function reads from a file descriptor into the address passed in *buf*, which has a size of *buflen*. It will not read more than *buflen* bytes into the buffer and will return the number of bytes read. If if returns 0 it means that the device has been closed, or -1 means an error.

In both cases, if an error occurs, -1 is returned and the ***errno*** thread-local variable is set to the error number.

A file descriptor is an integer allocated by the operating system and refers to an open device or other operating system facility. POSIX-style operating systems present a unified device system where a terminal, or file on disk, or a network connection are all referred to by a file descriptor. A file descriptor is allocated when a file is opened, or a network connection is created, etc.

Each type of device or facility has its own function to open it and allocate a file descriptor. For example, to open a file on disk, or a device attached to a serial line, the ***open*** function is used, usually defined as:

int open(const char\* path, int oflag, ...);

This takes the name of a device, which could be the name of a file on a disk, or a character device, like /***dev/ttyS0***, or a pseudo-file like ***/proc/self/fd***, opens it and allocates an unused file descriptor that is returned from the function. An error will result in -1 being returned and *errno* being set. The oflag parameter, and any additional parameters are used to tell the operating system how to open the device, whether it’s being opened for reading or writing, etc.

Once a program is done with a file or device it can close it using the ***close*** function:

int close(int fd);

This makes the file descriptor no longer available for performing I/O.

At program startup, the C library will allocate three file descriptors that will be available for use by the program when main is called. These are always given the numbers 0, 1 and 2. The first one is connected to the *standard input* of the program – usually the terminal. The second and third are *standard output* and *standard error* respectively, which are also usually connected to the terminal in which the program is being run. The operating system will usually provide ways to redirect these to other places.

Here’s a small example function to copy the contents of a file.

#include <unistd.h>

#include <fcntl.h>

#include <errno.h>

int CopyFile(const char\* from, const char\* to) {

int infd = open(from, O\_RDONLY);

if (infd == -1) {

return errno;

}

int outfd = open(to, O\_WRONLY|O\_CREAT|O\_TRUNC, 0444);

if (outfd == -1) {

close(infd);

return errno;

}

char buf[256];

for (;;) {

ssize\_t n = read(infd, buf, sizeof(buf));

if (n < 0) {

return errno;

}

if (n == 0) {

break;

}

ssize\_t bytes\_written = write(outfd, buf, n);

if (bytes\_written < 0) {

return errno;

}

if (bytes\_written != n) {

return EIO;

}

}

close(infd);

close(outfd);

return 0;

}

The function takes two arguments:

1. The name of a file to copy from
2. The name of a file to copy to.

It opens both files and reads from the source file into a buffer, which is then written to the destination file. The loop terminates when we reach end of file (EOF), signaled by read returning 0. If an error occurs, the *CopyFile* function returns the value of *errno*, otherwise it returns 0.

The calls to open pass different values for the *oflag* argument. In the case of opening the file for read, the value O\_RDONLY (open read-only) is passed. For the destination file, we pass three flags: O\_WRONLY, O\_CREAT and O\_TRUNC. Together these mean that the file is opened write-only and if it doesn’t exist it is created. If it does exist, it is truncated to zero length.

Anyway, this article isn’t about POSIX I/O, so let’s leave it there and discuss the C library’s facilities.

# C Library Input and Output

From reading the previous section you could be forgiven for thinking that the operating system provides all the input and output facilities you could want in a program. You can open and close files, read and write data. Why, then, does the C library provide a whole parallel set of functions that basically do the same thing?

I’ve been wondering what the original reasoning was behind the abstraction that the C library designers chose back in the 1960’s. A couple of thoughts spring to mind:

1. Buffering. Reading and writing using the operating system directly can result in heavy use of system calls, especially if the amount of data being read or written isn’t known. Adding a layer of buffers between the C program and the OS system calls can improve performance.
2. Portability. POSIX operating systems have well defined functions and a unified device infrastructure using the file system and file descriptors. However, not all operating systems have the equivalent. On some, perhaps older systems, a descriptor for a file might be completely different from a descriptor for a network socket or a terminal. Also, an operating system might not provide read and write functions like POSIX does, leading to extensive changes to port code among operating systems.
3. Ease of use. Opening files on POSIX is a bit of a pain. You have to remember what flags to use and then check for errors and EOF.
4. Type safety. Being a statically typed language, using an int as a file descriptor isn’t a great choice. It would be better to have a specific *FileDescriptor* type that can only be used when talking to I/O services. This would help prevent programming errors.

The C library’s standard input and output facilities are defined in the <stdio.h> header file and comprise of a structure called ***FILE*** and a set of functions that use it.

# The FILE Structure

The ***FILE*** structure is the interface between the C program and the underlying operating system system calls. We are using a POSIX-style operating system for the implementation of this standard I/O library so the FILE struct is defined as:

typedef struct {

int fd; // OS file descriptor.

char\* buf; // Buffer (or NULL).

int bufsize; // Buffer size (or 0).

int rindex; // Read index into buf.

int rlimit; // Limit of chars to read.

int windex; // Write index.

mode\_t buffering\_mode; // \_IOFBF, \_IOLBF or \_IONBF

char buffer\_owned; // The buffer is owned by this FILE.

char unget\_index; // Index into unget\_buf for ungotten bytes.

char eof\_flag; // 1 if EOF reached.

char error\_flag; // 1 for error condition.

char unget\_buf[10]; // Buffer for ungetc.

struct FILE\* prev;

struct FILE\* next;

} FILE;

All open files contain the file descriptor allocated by the operating system and this is held in the **fd** member of *FILE*. The *buf* and *bufsize* members together describe a buffer that holds data to be written to the next *write* system call, or data read from the most recent call to *read*. The integer members *rindex* and *windex* are the current read and write indices into the buffer (the next index to read a byte from or write into). The *rlimit* member is the index of the last character present in the buffer when reading. The FILE may be in one of 3 buffering modes, held in the *buffering\_mode* member and defined as:

#define \_IOFBF 1 // Full buffering.

#define \_IOLBF 2 // Line buffering.

#define \_IONBF 3 // No buffering.

*Full buffering* means that the buffer is only written to the operating system when it is full, or when explicitly flushed by the program. *Line buffering* means that the buffer is written to the operating system when a newline character is written, or when reading from the OS, the read terminates when a newline is read. *No buffering* means that there is no buffer allocated and all calls to the stdio functions will result in a system call.

The *buffer\_owned* flag says whether this FILE owns the buffer (allocated from the heap), or if the buffer is statically allocated.

The C library contains a function to undo reads, called *ungetc*. The FILE contains a small buffer to hold the bytes pushed back by calls to *ungetc*, with *unget\_index* containing the index of the next available space for a new character.

Two flags, *eof\_flag* and *error\_flag* say whether we are at a current end-of-file or error condition.

All *FILE* structs are kept in a double linked list so that the *fflush* function can flush all open files if it’s passed a NULL pointer. Also, C runtime systems need to flush all open files before the program exits. The *prev* and *next* members point to the previous and next *FILE* in the linked list respectively.

## Opening and closing a FILE

There are 3 FILE structs statically allocated by the C library, corresponding to the file descriptors 0, 1 and 2. These are initialized before the program’s main function is called. Here’s the definition of the standard files:

#if defined(\_\_6502\_\_)

#define BUFSIZE 64

#else

#define BUFSIZE 4096

#endif

#define BUFSIZ BUFSIZE

static char s\_stdin\_buf[BUFSIZE];

static char s\_stdout\_buf[BUFSIZE];

static FILE s\_stdin, s\_stdout, s\_stderr;

static FILE s\_stdin = {.fd = 0,

.buf = s\_stdin\_buf,

.bufsize = BUFSIZE,

.buffering\_mode = \_IOLBF,

.prev = NULL,

.next = &s\_stdout};

static FILE s\_stdout = {.fd = 1,

.buf = s\_stdout\_buf,

.bufsize = BUFSIZE,

.buffering\_mode = \_IOLBF,

.prev = &s\_stdin,

.next = &s\_stderr};

static FILE s\_stderr = {.fd = 2,

.buffering\_mode = \_IONBF,

.prev = &s\_stdout};

FILE\* stdin = &s\_stdin;

FILE\* stdout = &s\_stdout;

FILE\* stderr = &s\_stderr;

FILE\* \_\_all\_files = &s\_stdin;

FILE\* \_\_last\_file = &s\_stderr;

The *BUFSIZE* macro is the default size for the *stdin* and *stdout* buffers. On a small computer, like a 6502, we can only afford 64 bytes, but normally this is something reasonable, like 4K.

The *s\_stdin\_buf* and *s\_stdout\_buf* arrays are the statically allocated buffers for *stdin* and *stdout* respectively. There is no *stderr* buffer as it unbuffered.

The three static *FILE* variables *s\_stdin*, *s\_stdout* and *s\_stderr* are initialized statically, with the three external variables *stdin*, *stdout* and *stderr* pointing to them. Both *stdin’s* and *stdout’s* buffering mode are set to \_*IOLBF* (line buffered), while *stderr* is \_*IONBF* (no buffering).

The *prev* and *next* pointers of the three *FILE* structures are arranged so that the ***\_\_all\_files*** points to a list containing *s\_stdin*, *s\_stdout* and *s\_stderr* in that order. The ***\_\_last\_file*** variable points to the element at the end of the list, *s\_stderr*. This linked list is maintained by *fopen* and *fclose*.

Aside from *stdin*, *stdout* and *stderr*, new *FILE* struct is created by calling the ***fopen*** function. This maps onto the POSIX *open* function. Here’s the *fopen* function:

FILE\* fopen(const char\* filename, const char\* mode) {

int open\_mode = 0;

const char\* m = mode;

while (\*m != '\0') {

if (\*m == 'r') {

open\_mode |= 1;

} else if (\*m == 'w') {

open\_mode |= 2;

} else if (\*m == 'a') {

open\_mode |= 4;

} else {

return NULL;

}

m++;

}

if (open\_mode == 3) {

open\_mode = O\_RDWR;

} else if (open\_mode == 1) {

open\_mode = O\_RDONLY;

} else if (open\_mode == 2) {

open\_mode = O\_WRONLY | O\_TRUNC | O\_CREAT;

} else if (open\_mode == 4) {

open\_mode = O\_WRONLY | O\_APPEND | O\_CREAT;

}

int fd = open(filename, open\_mode, 0777);

if (fd == -1) {

return NULL;

}

// Allocate the FILE and buffer in one block.

FILE\* fp = malloc(sizeof(FILE) + BUFSIZE);

if (fp == NULL) {

return NULL;

}

fp->buf = (char\*)fp + sizeof(FILE);

fp->fd = fd;

fp->bufsize = BUFSIZE;

fp->windex = 0;

fp->rindex = fp->bufsize;

fp->rlimit = 0;

fp->buffer\_owned = 0; // Buffer doesn't need to be freed.

fp->buffering\_mode = \_IOFBF; // Fully buffered.

fp->unget\_index = 0;

fp->eof\_flag = 0;

fp->error\_flag = 0;

fp->next = NULL;

// Link into global list of all files.

\_\_last\_file->next = fp;

fp->prev = \_\_last\_file;

\_\_last\_file = fp;

return fp;

}

The function takes two arguments:

1. The path of the file to open
2. A string containing the open mode. This contains a combination of the characters ‘r’, ‘w’ and ‘a’.

Since the *open* system call takes a set of flags to specify how the file should be opened, we need to translate the open mode into the flags. The character ‘r’ means open for reading, and this maps to the flag O\_RDONLY. The ‘w’ character maps to O\_WRONLY[[2]](#footnote-2) and ‘a’ is O\_APPEND. We also add O\_TRUNC for ‘w’ and O\_CREAT for both ‘w’ and ‘a’ to allow us to truncate existing files or create non-existing ones.[[3]](#footnote-3)

The file is opened by calling *open*. Assuming there is no error, we then allocate memory. There are two chunks of memory needed for an open FILE:

1. The FILE struct itself
2. The buffer.

Rather than allocate these using 2 calls to *malloc*, it is more efficient to allocate one piece of memory sufficiently large to hold both the FILE struct and the buffer. The *FILE* is located at the lowest address with the buffer following immediately. The buffer is always *BUFSIZE* bytes long.

![Diagram

Description automatically generated](data:image/png;base64,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)

We then initialize the *FILE* struct and return its address. The buffering mode is set to \_*IOFBF* (fully buffered) but can be changed later if needed. The newly allocated FILE structure (and buffer) is inserted at the end of the *\_\_all\_files* double linked list. Here’s what the list would look like after opening a single file.
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To close a file, we need to call the system call close and free up any memory allocated for the *FILE* and buffer. This is done by the function *fclose*:

int fclose(FILE\* fp) {

if (fp == NULL) {

return EOF;

}

int e = fflush(fp);

if (e == EOF) {

return EOF;

}

e = close(fp->fd);

if (e == -1) {

return EOF;

}

// Unlink from previous.

if (fp->prev == NULL) {

\_\_all\_files = fp->next;

} else {

fp->prev->next = fp->next;

}

// Unlink from next.

if (fp->next == NULL) {

\_\_last\_file = fp->prev;

} else {

fp->next->prev = fp->prev;

}

// If the buffer is owned (set by setvbuf), free it.

if (fp->buffer\_owned) {

free(fp->buf);

}

// For all except standard streams the FILE is allocated on the

// heap. Free it.

if (fp->fd > 2) {

free(fp);

}

return 0;

}

The *fclose* function first flushes the buffer by calling *fflush* (see later). It then calls the operating system function *close* to close the file descriptor. If this fails, we return EOF. We then unlink the FILE from the \_*all\_files* list by removing it from its previous and next links. Then we need to free the memory. If the file’s buffer has been changed by a call to *setvbuf*, we free up the buffer it allocated. Then, if we are not *stdin*, *stdout* or *stderr*, we free up the FILE struct (and buffer space).

## Changing the buffering

If the default buffering scheme isn’t suitable for the program, you can change it for a FILE after it is opened. The function *setvbuf* (set virtual buffer, I think) allows a *FILE’s* buffer to be changed to memory allocated by the caller, or allocated from the heap. It is passed 4 arguments:

1. The FILE to be modified
2. A pointer to the buffer to use, or NULL for a heap allocated buffer.
3. The new buffering mode to use.
4. The size of the buffer.

Here’s the definition of *setvbuf*:

int setvbuf(FILE\* restrict stream, char\* restrict buf, mode\_t mode,

size\_t size) {

if (mode != \_IONBF && mode != \_IOLBF && mode != \_IOFBF) {

return -1;

}

if (stream->buf != NULL && stream->buffer\_owned) {

free(stream->buf);

}

if (buf == NULL && mode != \_IONBF) {

stream->buf = malloc(size);

stream->buffer\_owned = 1;

} else {

stream->buf = buf;

stream->buffer\_owned = 0;

}

stream->bufsize = size;

stream->buffering\_mode = mode;

return 0;

}

After validating the buffering mode, the function frees up any old buffer if it is owned by the FILE (from a previous call to *setvbuf*, presumably). It then either uses the buffer passed or, if it is NULL, allocates a new buffer from the heap. The *buffer\_owned* member of *FILE* is set to 1 if the buffer was allocated from the heap.

There is also a shortcut function provided for the common use cases, called *setbuf*, which calls *setvbuf* with either full buffering or no buffering depending on the value passed as the buffer. If NULL is passed, there will be no buffer allocated.

void setbuf(FILE\* restrict stream, char\* restrict buf) {

setvbuf(stream, buf, buf ? \_IOFBF : \_IONBF, BUFSIZ);

}

## Flushing the buffer

The specification for the *fflush* function is as follows:

1. If the stream is NULL, all open files are flushed.
2. If the stream is open for write, the contents of the buffer are written to the operating system
3. If the stream is open for read, all unread characters in the buffer are discarded.

The first requirement means that we need to keep track of all open FILE structs, so they are linked into a double linked list anchored by *\_\_all\_files*. We traverse this list if *stream* is NULL, recursively calling *fflush* for all FILEs in the list. We ignore any errors during this traversal since stopping at an error would prevent any further file flushes.

int fflush(FILE \*stream) {

if (stream == NULL) {

// Flush all files.

FILE\* fp = \_\_all\_files;

while (fp != NULL) {

fflush(fp); // Ignore error if any.

fp = fp->next;

}

return 0;

}

if (stream->buf != NULL) {

// Flush any input chars not read.

stream->rlimit = stream->rindex = 0;

// Flush output to OS.

ssize\_t remaining = stream->windex; // Bytes remaining to write.

stream->windex = 0;

const char\* buf = stream->buf;

// The call to write may not write all bytes in one call.

while (remaining > 0) {

ssize\_t nbytes = remaining;

ssize\_t n = write(stream->fd, buf, remaining);

if (n < 0) {

stream->error\_flag = 1;

return EOF;

}

// Update for next iteration.

remaining -= n;

buf += n;

}

}

return 0;

}

The *windex* member of FILE is the index of the next available position into which a write may be done (the first free byte in the buffer) so this holds the number of buffered bytes. You may recall from the section discussing the operating system’s *write* function that it may not write all the requested bytes in one invocation. This can happen when the file descriptor is attached to a device or network socket, but will rarely, if ever, happen when the file is on a disk. When using *write*, it is necessary to look at its return value and use that to ensure that all the bytes are written. The *remaining* local variable says how many bytes remain to be written and is updated by the result of *write*. An error from *write* will result in EOF being returned.

# Writing to a FILE

The standard I/O functions generally don’t write directly to the operating system unless the *FILE* is unbuffered. Instead, they write to the internal *FILE* buffer which is only written to the OS when the buffer is full or, if line buffered, when a newline character is written.

The function to write a character to a *FILE* is ***fputc***, defined as:

int fputc(char\_t c, FILE\* stream) {

if (stream->buf == NULL) {

char ch = c;

ssize\_t remaining = 1;

while (remaining > 0) {

ssize\_t n = write(stream->fd, &ch, 1);

if (n < 0) {

return EOF;

}

remaining -= n;

}

return c;

}

// Buffer full?

if (stream->windex == stream->bufsize) {

int e = fflush(stream);

if (e != 0) {

return e;

}

}

// Add to next position in buffer.

stream->buf[stream->windex++] = c;

if (c == '\n' && stream->buffering\_mode == \_IOLBF) {

// Flush on newline.

return fflush(stream);

}

return 0;

}

It first checks if the *FILE* is unbuffered and if so, calls the operating system’s *write* function directly to write a single character. As usual, *write* may not work first time, so we loop until it returns an error or successfully writes the character.

If the *FILE* is buffered, we are going to add another byte to it. If there is no room to add the byte, we flush the buffer using *fflush* and return EOF if we get an error. The *fflush* function will reset the *windex* member of *FILE* to zero thus guaranteeing there will be space for the new byte. We add the byte to the buffer at index *windex*, and increment *windex* by 1.

Finally, if we wrote a newline character and the *FILE* is line buffered, we call *fflush* to write the current buffer to the OS. The *stdout* *FILE* is line buffered by default.

There is a shortcut for writing to *stdout*:

int putchar(char\_t c) {

return fputc(c, stdout);

}

## Writing an array

Writing one character at a time to a *FILE* is the basic operation, but it is a little inconvenient when a program wants to write more than one byte at a time. The ***fwrite*** function is provided to write a contiguous sequence of records to a *FILE* where a record is defined as a sequence of contiguous bytes[[4]](#footnote-4).

The *fwrite* function is passed 4 arguments:

1. The address of the buffer containing the records to write
2. The size of each record
3. The number of records to write
4. The FILE pointer to write to.

Here’s the *fwrite* function:

size\_t fwrite(const void\* ptr, size\_t size, size\_t n, FILE\* stream) {

char\* p = ptr;

size\_t len = size \* n;

size\_t numchars = 0;

while (len > 0) {

int v = fputc(\*p++, stream);

if (v == EOF) {

return n;

}

numchars++;

len--;

}

return numchars / size;

}

It is basically a simple loop calling *fputc*. The number of bytes to write is calculated as the product of *size* and *n* (the record size multiplied by the number of records). It returns the number of records written successfully.

## Writing a string

It is a common operation in C to write a *string*, where a string is a sequence of bytes terminated by a zero byte. If we were to use *fwrite* for this, the program would have to determine the length of the string before writing. This is a tad inconvenient, so there’s a function to make it easier: ***fputs***:

int fputs(const char\* str, FILE\* stream) {

const char\* s = str;

while (\*s != '\0') {

if (fputc(\*s++, stream) == EOF) {

return EOF;

}

}

return 0;

}

There’s also a shortcut analogous to *putchar* for writing to *stdout*. This one also writes a newline character after the string.

int puts(void) {

int e = fputs(stream, stdout);

if (e != 0) {

return e;

}

return fputc('\n', stdout);

}

# Reading from a FILE

The ***getc*** and ***fgetc*** functions read a character from an open FILE. According to the standard, they both do the same thing, but *getc* may be implemented by a macro which may be faster than *fgetc*. I’m not going to do that though, so in this case they are both the same thing.

As you are probably aware, *FILE* usually contains a buffer and the *getc* function reads from that buffer. If there are no buffered characters available, it will ask the operating system for some from the file descriptor using its *read* function. When calling *read*, we attempt to fill the *FILE’s* buffer with as many characters as are available. However, if the *FILE* is line buffered, we have to read until we get a newline character, and if the *FILE* is unbuffered we call the OS directly to read a single character.

Here’s the implementation of *getc*:

int getc(FILE\* stream) {

if (stream->buf == NULL) {

// NON-buffered, call read directly.

char rbuf[1];

ssize\_t n = read(stream->fd, rbuf, 1);

if (n <= 0) {

SetErrorOrEof(stream, n);

return EOF;

}

return rbuf[0];

}

// Any chars pushed with ungetc?

if (stream->unget\_index > 0) {

return stream->unget\_buf[--stream->unget\_index];

}

if (stream->rindex < stream->rlimit) {

// Char available in buffer.

return stream->buf[stream->rindex++];

}

// Nothing available in the buffer.

if (stream->error\_flag != 0 || stream->eof\_flag != 0) {

return EOF;

}

stream->rindex = 0;

stream->rlimit = 0;

if (stream->buffering\_mode == \_IOFBF) {

// Fully buffered, use read for full buffer.

ReadFullBuffer(stream);

} else {

char\* p = stream->buf + stream->rlimit;

for (;;) {

ssize\_t n = read(stream->fd, p, 1);

if (n <= 0) {

SetErrorOrEof(stream, n);

break;

}

char ch = \*p++;

stream->rlimit++;

if (stream->buffering\_mode == \_IOLBF && ch == '\n') {

break;

}

if (stream->rlimit == stream->bufsize) {

break;

}

}

}

if (stream->error\_flag != 0 || stream->eof\_flag != 0) {

return EOF;

}

return stream->buf[stream->rindex++];

}

The first check is for an unbuffered FILE, in which case we read a single byte from the OS. If the *read* call returns 0 or less, we call the helper function ***SetErrorOrEof*** to set the *FILE’s* flags as appropriate. Here’s that function:

static void SetErrorOrEof(FILE\* stream, ssize\_t n) {

if (n < 0) {

stream->error\_flag = 1;

} else {

stream->eof\_flag = 1;

}

}

Next, we check if that are any characters in the unget buffer, placed there by the ***ungetc*** function and if so, take the last one out of that buffer and decrement the unget counter.

If there are no ungotten characters, we look for the next unread character in the *FILE’s* buffer. If there is one, signified by *rindex* being less than *rlimit*, we take that character and increment *rindex* for the next time. If we reach the end of the available characters, *rindex* will equal *rlimit*.

If we reach the point where there are no buffered characters available, we need to get some more from the OS. How this is done depends on the buffering mode. If we are fully buffered, we try to read as many characters as possible and fill the buffer. This is done by a call to the helper function ***ReadFullBuffer***, defined as follows:

static void ReadFullBuffer(FILE\* stream) {

char\* p = stream->buf;

int remaining = stream->bufsize;

while (remaining > 0) {

ssize\_t n = read(stream->fd, p, remaining);

if (n <= 0) {

SetErrorOrEof(stream, n);

break;

}

stream->rlimit += n;

p += n;

remaining -= n;

}

}

This keeps calling *read* until we fill up the buffer or we run out of characters to read. It sets *rlimit* to the index just beyond the last character read.

The last alternative is that the *FILE* is line buffered, in which case we need to read a single character at a time, adding it to the buffer until we fill the buffer or read a newline character.

After reading into the buffer from the OS, we return the first available character, unless we are at EOF or in error.

That was the *getc* function, but we also need to define *fgetc*:

int fgetc(FILE\* stream) {

return getc(stream);

}

There’s also a shortcut for reading from *stdin*:

int getchar(void) {

return getc(stdin);

}

## Ungetting a character

Say we are writing code for a compiler’s Lexical Analyzer that is reading from a *FILE*. We’ve come across a digit and want to read the number, converting it to decimal as we read. Something like this:

int ReadNumber(FILE\* fp, int ch) {

int n = ch - '0';

while (!feof(fp)) {

ch = getc(fp);

if (ch == EOF) {

break;

}

if (!isdigit(ch)) {

ungetc(ch, fp);

break;

}

n = n \* 10 + ch - '0';

}

return n;

}

We’ve already read the first character and passed it in *ch*. We then read characters until we reach EOF or a non-digit. If we read a digit, we accumulate it into the result in decimal, which is returned. Notice, however, if we read a non-digit we need to unget the character we’ve just read. If we don’t do that, the character will be skipped because the caller has no way to know what it was.

Let’s look at how this function would be used in a hypothetical Lexical Analyzer:

void Lex(FILE\* fp) {

while (!feof(fp)) {

int ch = getc(fp);

if (isdigit(ch)) {

number = ReadNumber(fp, ch);

token = NUMBER;

break;

} else if (isalpha(ch)) {

// Handle token starting with letter...

}

}

}

So, we are processing a FILE and have read a character into *ch*. If this is a digit, we call *ReadNumber* to read it in decimal and set the variable *number* to the value and *token* to NUMBER (presumably something will look at token and know we’ve got a number). If the character wasn’t a digit, we check for other token-starting characters (letters, quote marks, etc.) and handle those too (not shown).

If the *ReadNumber* function doesn’t unget the character after the digit, the next iteration of this loop will just read the next character, ignoring the one read by *ReadNumber*, which means we’ve ignored a character in the input – potential disaster for a compiler.

To handle this in our FILE implementation we have a 10-byte buffer that is used to hold a stack of characters we’ve called *ungetc* for. We also keep track of the index into this buffer. Here’s the implementation of *ungetc*:

int ungetc(int ch, FILE\* stream) {

if (ch == EOF) {

return EOF;

}

if (stream->unget\_index == sizeof(stream->unget\_buf)) {

return EOF;

}

stream->eof\_flag = 0;

stream->unget\_buf[stream->unget\_index++] = ch;

return ch;

}

Pretty simple.

## Reading an array

Akin to writing an array, we also have the ability to read an array of bytes from a *FILE*. The function is called, no surprises here, ***fread*** and follows the same signature as its sister function *fwrite*. Here’s the definition of *fread*:

size\_t fread(void \* restrict ptr, size\_t size, size\_t n, FILE\* stream) {

size\_t nbytes = size \* n;

int ch;

size\_t nread = 0;

char\* p = ptr;

while (nbytes > 0 && (ch = fgetc(stream)) != EOF) {

\*p++ = ch;

nread++;

nbytes--;

}

return nread / size;

}

It also has the design feature of reading a sequence of contiguous records with a given size[[5]](#footnote-5). It reads characters from the stream using *fgetc* (*getc* would also work) until it has read the required number of bytes or we get an EOF or error.

## Reading a line

There’s also a function that allows you to read a line, where a line is a sequence of bytes terminated by a newline byte. There are actually two of these available: one that keeps the newline intact, and one that reads only from stdin and discards the terminating newline. The functions are called, respectively, ***fgets*** and ***gets***. It turns out that the *gets* function is really rather dangerous to use since it does take a length argument and thus you can overwrite all kinds of memory in your program if you use it. In fact, some compilers refuse to let you call it because it’s so dangerous.

Here’s the definition of *fgets*, the safe function:

char \*fgets(char \* restrict s, int n,

FILE \* restrict stream) {

n--; // Space for newline.

char\* p = s;

while (n > 0) {

char ch = fgetc(stream);

if (ch == EOF) {

stream->eof\_flag = 1;

if (p == s) {

return NULL;

}

break;

}

\*p++ = ch;

if (ch == '\n') {

\*p = '\0';

break;

}

n--;

}

return s;

}

It takes the address of where you want the data stored, the max length of the data to read, and the *FILE* from which the reading is done. It will write the bytes read sequentially into the buffer until it reaches the limit, we get an EOF or error, or we get a newline character. When a newline is read, it will append a NUL byte (0) to the end. The newline is kept intact.

For completeness, here’s the definition of *gets*:

char\* gets(char \*str) {

char\* p = str;

for (;;) {

char ch = fgetc(stdin);

if (ch == EOF) {

stdin->eof\_flag = 1;

if (p == str) {

return NULL;

}

break;

}

\*p++ = ch;

if (ch == '\n') {

p[-1] = '\0';

break;

}

}

return str;

}

The intention is that it can be used to read a string from the input stream, but the lack of a length argument makes it completely useless for that. There’s not much more to say about it, other than you would be asking for trouble if you use it in a program meant to work.

# Moving around

If your file resides on a seekable medium, like a disk, it’s possible to move the current position in the file and read or write to different locations within the file. The final stop in our exploration of C’s standard I/O facilities is a set of functions that you can use to change the current position and find out what the current position is set to.

The functions are:

1. ***fseek*** – seek to a new position
2. ***ftell*** – what is the current position
3. ***fsetpos*** – another way to seek
4. ***fgetpos*** – another way to find the current position
5. ***rewind*** – seek to the start

The reason for the existence of fseek and fsetpos (and ftell and fgetpos) is to provide a way to use an opaque position indicator that is not necessarily a long integer. This is to provide portability among operating systems and for larger files. In this implementation, we will be ignoring that and just making them equivalent.

To move to a new location in a seekable file, the operating system provides a function called ***lseek***. This is almost identical to fseek except it takes a file descriptor rather than a FILE pointer. This is almost analogous to the relationship between *fwrite* and *write*. The *fseek* function is a direct mapping onto *lseek* as follows:

int fseek(FILE \*stream, long int offset, int whence) {

fflush(stream);

int e = lseek(stream->fd, offset, whence);

if (e == -1) {

return e;

}

stream->eof\_flag = 0;

stream->unget\_index = 0;

return 0;

}

The specification for fseek says that it flushes the file and, if successful, clears the EOF and unget buffer. The *whence* argument is one of:

1. SEEK\_SET – move to the given offset
2. SEEK\_CUR – move relative to the current offset
3. SEEK\_END – more relative to the end of file

To find the current position we make use of the fact that SEEK\_CUR is the current position and the *lseek* function returns the new position. We can call *lseek* with a 0 offset from SEEK\_CUR and lseek will tell us the current position.

long int ftell(FILE \*stream) {

fflush(stream);

return lseek(stream->fd, 0, SEEK\_CUR);

}

The *rewind* function is simply an *fseek* to offset 0 in the file, but it also clears the error state for some reason.

void rewind(FILE \*stream) {

int e = fseek(stream, 0, SEEK\_SET);

if (e == 0) {

stream->error\_flag = 0;

}

}

The *fsetpos* and *fgetpos* functions provide a slightly different interface but are essentially the same as *fseek* and *ftell* respectively.

int fgetpos(FILE \* restrict stream, fpos\_t \* restrict pos) {

long p = ftell(stream);

if (p == -1) {

return -1;

}

\*pos = p;

return 0;

}

int fsetpos(FILE \*stream, const fpos\_t \*pos) {

fpos\_t p = fseek(stream, \*pos, SEEK\_SET);

if (p == -1) {

return -1;

}

return 0;

}

# Detecting EOF etc.

The final three functions allow you to detect if the FILE is in an EOF or error condition, and clear the error.

int feof(FILE\* stream) { return stream->eof\_flag; }

int ferror(FILE\* stream) { return stream->error\_flag; }

void clearerr(FILE\* stream) { stream->error\_flag = 0; }

1. It’s also possible that -1 is returned but errno is set to EAGAIN (or EWOULDBLOCK) which means that a non-blocking read or write cannot perform the action and the program should try again. [↑](#footnote-ref-1)
2. If both O\_RDONLY and O\_WRONLY are set, this corresponds to O\_RDWR (read-write) [↑](#footnote-ref-2)
3. This function doesn’t handle inconsistent open modes correctly. More error checking is needed. [↑](#footnote-ref-3)
4. I’ve always wondered by fwrite is defined this way when most C functions deal with bytes directly and don’t group them into records. I guess it was to allow an array of structs to be handled directly, but it does seem incongruous to the C style. [↑](#footnote-ref-4)
5. It occurs to me that if the designers hadn’t chosen to do this record-based approach, the functions could have avoided the integer multiplication and divisions. Those are onerous for a processor like a 6502. [↑](#footnote-ref-5)